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Abstract—Web browsers are a common platform for delivering cross-platform applications. However, they currently fail to provide consistent access control for security and privacy sensitive JavaScript APIs, such as geolocation and local storage. This problem is exacerbated by new HTML5 APIs and the increasing number of personal devices people own and use. In this paper we present the webinos platform which aims to provide a single, cross-device policy system for web applications on a wide range of web-enabled devices including TVs, smartphones, in-car systems and PCs. Webinos solves the existing deficiencies in web authorisation by introducing the concept of a personal zone, the set of all devices and services owned by a particular user. All devices in this zone can synchronize their access control policies through interoperable middleware and can create flexible rules which may refer to an individual user, device or the entire zone. We provide details of the architecture and explain how our experience during design highlighted several conceptual challenges.

I. INTRODUCTION

Web applications are gaining access to an increasing amount of important functionality. Thanks to growing support for new HTML5 standards, such as JavaScript APIs for geolocation data, sensors and local storage, web applications have the potential to replace native applications in many situations [1]. Proponents of web applications will also claim that there is a potential security advantage: the web browser provides a sandbox, isolating each page from the local device. This compares favourably with relatively unrestricted native code.

However, the web browser (or web runtime) was not originally designed for complex applications, and its sandbox security model must be broken to accommodate the new JavaScript APIs. Unfortunately, HTML5 API specifications [2] do not provide detail about how authorisation should be implemented, beyond a requirement for consent and revocation, leaving this as an implementation option for each browser or user agent. Considering the number of new APIs under development – access to cameras, address books, calendars, and network information [3] – as well as the wide range of security and privacy implications they have for both individual and corporations, there is a pressing need for new standards for web application access control.

Any access control system for web applications must take into consideration the fact that people own and use several different devices, often at the same time. More types of device are becoming web-enabled, including smartphones, tablets, in-car systems (such as the BMW ConnectedDrive [4]), games consoles and smart TVs. Each will need to implement authorisation for new HTML5 API requests, taking into account the unique user interface and interaction patterns that the device offers. For example, an in-car system might be voice activated, and notify the user of a new access control request through audio. A television might be more context-sensitive, changing interaction method depending on whether the user was watching a movie or casually channel-hopping. Moreover, the rise of ‘second screen’ companion applications – which allow TV-watchers to interact with the programme through their smartphones and tablets – might enable more interesting authorisation decisions affecting both devices. It also seems reasonable that any access control decision made by a user on one device might also be synchronised with others. For example, if a user grants a web application permission to access the address book on their smartphone, they probably want to allow the same application access to the address book on the user’s PC. Web application access control must therefore be flexible enough to support different devices and interactions, while allowing the synchronisation of user policies between each device.

Browsers are beginning to support synchronization of access control decisions (Google Chrome, for example), but these fail to account for the many different contexts of use associated with each device. For example, a ‘prompt every time’ policy for geolocation data may be appropriate on a smartphone – where current location changes – but would be irritating on a TV. There are also many ways of notifying mobile users about privacy events [5] and the most appropriate method will be context sensitive. These requirements are difficult to address with ad-hoc browser settings, which only allow limited authorisation decisions and synchronisation options.

We assert that users require, but currently lack, a common way of managing with web application permissions. Standard, cross-device access control policies, which can address web APIs while also being transferable to different devices, are needed. This would enable devices to create custom user interfaces but still produce interoperable authorisation decisions, which could then be synchronised between devices. This, in turn, would let users make access control decisions infrequently (where the same decision applies to multiple devices) but would also allow decisions based on device-specific interactions and context.

In this paper we describe the architecture and implemen-
A web application in a mobile context is a web page or collection of web pages delivered over HTTP which uses server or client-side processing to produce an application-like experience within a web browser [6]. In comparison, web widgets are interactive applications for displaying and/or updating local or remote data, packaged to facilitate downloads to a workstation or mobile device [7]. As such, widgets are similar to web applications but are packaged for installation.

Web browsers support a sandbox model of security, isolating each web application from the device. When a web application wants to break this sandbox, it requires either an implicit user consent based on an action (e.g. file uploads through clicking on a button and selecting a file) or explicit consent through some form of prompt (e.g. the geolocation API). This decision may be remembered by the browser for subsequent requests. On most browsers, saved explicit consent decisions can be revoked through a settings page. Web applications are identified by origin – their DNS name, port and protocol – and JavaScript on any one origin cannot (in general) access any other. Consent decisions, however, are often stored based on hostname [8].

Widgets are run in a web runtime which is similar to a browser. Widgets are packaged as zip files, containing (among other things) a configuration file listing the APIs they request access to. These can be used as permission requests in a similar manner to Android application manifests. Widgets can be identified by namespace and id attributes declared in the configuration file, and widget packages can be signed by their author. Widgets are not restricted by the same origin policy, but may use the Widget Access Request Policy instead [9].

B. Mobile applications and access control

The most popular native mobile application systems are Google Android and iOS. Android takes an ‘all-or-nothing’ approach to authorisation; this involves developers specifying a mandatory access control policy for APIs in the application manifest [10]. At install time, users either agree to grant all requested permissions or none at all. On iOS, applications are granted access to the full system by default, although users are able to enable or disable access to geolocation data.

The Android policy system has been criticised for being ineffective, although recent results suggest that application permissions are a valuable security mechanism [11]. Several attempts have been made to modify how policies are specified and used. A common complaint is that Android permissions cannot be individually allowed or denied, a feature provided by MockDroid [12]. Apex [13] does the same, as well as supporting controls such as limiting the number of times a permission may be used. The CRePe system [14] allows the specification of fine-grained context-dependent policies, which may be based on time, location and the originator of the policy. CRePe also supports optional notification that a particular context has been activated. Reddy et al. [15] make the observation that Android policies are resource-centric rather than application-centric, and that security would be better served if applications could request access just to common functionality such as ‘scan barcode’ rather than the whole camera. This is analogous to program-language security features, where only certain methods are made public to external callers. Finally, SEAndroid has been proposed to better sandbox applications, confine privileged daemon processes and provide a central, analysable system policy [16].

C. Bridging the gap: web application security frameworks

Web applications and widgets require standardised APIs for accessing device features, and these are only slowly being implemented by browsers. As a result, several initiatives have been started to speed up standardisation and create cross-platform web application runtime environments. These have also included security frameworks.

The BONDI security framework for web applications was created by OMTP, a consortium of operators and handset manufacturers. OMTP was eventually enlarged and renamed as the Wholesale Application Community (WAC). The WAC 2.0 framework [17] combined BONDI with work by the W3C Device APIs and Policy Working Group [3]. BONDI uses XACML (eXtensible Access Control Markup Language) to specify widget access control policies. All widgets requesting access to WAC APIs are mediated by the XACML policy enforcement system. XACML is a general-purpose access control policy language based on subjects, resources, actions and conditions [18]. XACML also defines a reference architecture for policy control and enforcement as well as a message schema. To better situate XACML for a mobile environment, BONDI reduced the number of allowed expressions and specified an appropriate dictionary.
A problem with the WAC model is the role of the handset user as a policy authority. Once an application has been granted access to a certain device capability then it can use, transmit, and share it without any further control or restriction. Work by the EU FP7 PrimeLife project [19] addressed this issue by developing tools to protect user data and manage privacy requirements; these tools included a policy language for privacy and data protection based on XACML [20].

Finally, the Chrome browser also supports up-front permission requests by installable web applications (equivalent to widgets) downloaded from the Chrome Web Store. Permissions are split into high, medium and low-risk categories, with APIs for accessing geolocation and browser history marked as 'low'. Geolocation may also be requested at runtime in the same manner as normal web pages. The Chrome browser supports synchronisation of settings between different devices when the user has logged in with their Google user account. However, the privacy and security implications of synchronising access control decisions and other data with a central provider such as Google are considerable. Users may need assurance of the integrity and confidentiality of their cloud-based data [21], and may wish to chose a synchronising host that they trust. This implies a need for standard cloud data policies to allow users to migrate between different providers.

D. Related literature

Mobile access control policies have been discussed extensively in academic literature, although rarely in the context of web applications. In ubiquitous computing research, Kim et al. [22] have proposed an extended role-based access control model which can take into consideration changes in user context. Roles are useful abstractions in working environments, but are perhaps less appropriate for personal devices and ad-hoc collaborations. Corradi et al. [23] also introduce a context-based access control system and context model. Again, however, the focus is on pre-defined policies for certain contexts rather than user-defined policies for personal resources. Indeed, user-defined policies for ad-hoc interactions are arguably a more complicated problem; Mazurek et al. show that in home environments people need fine-grained access control and want to be able to express policies requiring others to ask before access to a resource is granted [24]. Baldauf et al. give a further survey of context-aware systems [25].

Several authors have suggested modifications to web browsers and their security model, most of which aim to mitigate attacks by malicious web pages. The Gazelle Web Browser [26] aims to protect web applications (defined by origin) from each other by separating them and their resources into different OS-enforced protection domains. This protection also applies to browser plugins. The Tahoma Web Browsing System [27] isolates websites by compartmentalising them into virtual machines. It makes web applications first-class objects, requiring them to be installed and approved before first use. Tahoma mediates all network interaction, and requires web applications to have a widget-like manifest which define any plugins that are required by the application. Finally, Singh et al. [28] introduce the notion of a user principle and suggest that all access to certain APIs and actions (geolocation, browsing history) should be considered owned by the user and access to them should therefore also be mediated by users.

In native mobile applications, the many improvements have been suggested to the Android permission system, as discussed in section II-B. In addition, Ai et al. [29] propose an alternative synchronisation system for storing and recovering user data via an online service. If applied to permissions, this might be a way to implement cross-device policies. However, their focus is primarily on preventing the loss of user data, rather than multi-device use cases.

E. Summary

Users are required to make access control decisions for both native and web applications. The general principles are the same in both cases – users must mediate access to potentially sensitive resources – although the way in which permission is granted differs. However, in both cases users end up making decisions out of context, either at install time or first use, and only for one device at a time. Existing systems which are context-aware tend to be aimed at users with one device as part of larger organisations, and systems such as Chrome allow synchronisation but not context adaptation. Yet context is even more important when policies are synchronised: one’s security and privacy preferences when installing a mobile application at home may not be same as those associated with using it outdoors. Unfortunately, designing access control policies for different device and contexts is easier said than done, and likely to become more complex for web applications as they become more functionally capable and used on a wider range of devices. Furthermore, additional scenarios involving multiple devices being used together at the same time, and multiple users interacting, increase the need for a common way of expressing access control policies.

III. CROSS-DEVICE AUTHORISATION

The state of the art described in the previous section mostly focused on one user with one mobile device. This does not reflect how people use technology today: they may rely on several devices in different contexts. This section describes the requirements for access control within a personal network of devices and explains how the webinos architecture begins to satisfy them.

A. Requirements for personal cross-device access control

Each user device can potentially run several web applications, each requiring access to local hardware capabilities as well as functionality from other devices. In combination with the current state of the art described in the previous section, we have elicited the following requirements.

1) Users and other stakeholders shall be able to control access by web applications to JavaScript APIs. These APIs may allow access to local and remote resources.
2) Users shall be able to create both device-specific and device-agnostic policies.
3) The platform shall provide synchronization for access control policies, so that policies can be described on one platform and enforced on all.

4) The platform shall allow context-sensitive access control decisions: e.g. these may change depending on the environment.

5) The platform shall protect user privacy: access requestors shall be able to qualify how they will use the data they are requesting, and users shall be able to express constraints about data disclosure.

Existing browsers and systems such as WAC provide some support for requirement 1, and the Chrome browser supports limited synchronisation to satisfy requirement 3. Context-aware middleware provides support for requirement 4. The XACML language may be well suited to expressing policies to satisfy requirement 2, and work by Ardagna et al. [20] can adapt this to satisfy requirement 5. However, the combination of these requirements and the cross-device nature of web browsing provide motivation for the development of the webinos platform.

B. The webinos platform

webinos is a cross-device application platform for mobile web applications and widgets. It provides applications with a set of APIs for accessing local resources, such as sensors and contacts, as well as APIs for communication with other devices and services. The platform aims to create a seamless multi-device user experience through data synchronisation and a consistent access control system. webinos is supported on four main device domains: PCs, smartphones, in-car systems and set-top boxes. It was primarily aimed at people who use and own many web-enabled devices, with an emphasis on personal and social computing. More detailed personas of anticipated users are available in project deliverables [30], as are detailed use cases and scenarios [31].

The platform was designed with the following high-level goals in mind:

- **Interoperability** of applications across the aforementioned four device domains. Each application can communicate with others on the same device, with another device belonging to the same user, or with an unknown device elsewhere.

- **Compatibility** – achieved through standard JavaScript APIs. This allows applications to run on multiple devices with minimal modification.

- **Security and privacy** for users and application developers.

- **Adaptability** – allowing applications and devices to take advantage of information about the current environment.

- **Usability** – through the creation of a seamless experience for users of applications across multiple devices.

C. webinos ‘personal zones’ of devices

The webinos platform aims to meet requirements 2-5 from Section III-A by introducing the concept of a personal zone, the set of all devices owned by an end user. It is an abstraction which provides a basis for managing devices, together with the services running on them. From the web application perspective, all devices in the zone support and expose a set of standard APIs for accessing services such as device features (cameras, geolocation), networking with other devices, and cloud services.

Personal zones contain three key components: the web runtime, proxy and hub. The Web Runtime is where web applications are executed. The runtime has been extended to provide a set of JavaScript APIs which allow applications to join a personal zone, communicate with other devices and access features. These API requests are forwarded to the personal zone proxy.

The Personal Zone Proxy (PZP) implements the APIs and provides the communication layer with other devices. It communicates with the hub through a mutually authenticated TLS session and communicates peer-to-peer with other proxies where internet connectivity is unavailable. Each proxy has its own policy enforcement and decision point.

The Personal Zone Hub (PZH) runs on a web server, which may be hosted by a third party or be part of a user’s home networking equipment. It is the central point of access to the zone, so that each device can contact others and request access to resources and services. The hub is a repository for synchronized data and policies, and provides policy enforcement for incoming requests. The hub enrolls each PZP into the zone by issuing it with a certificate.

The relationship between these components can be seen in Figure 1.

As an example, suppose that Alice is using her smartphone and wants to access a media file on her PC. She loads her media player web application, which requests access to the file via a JavaScript API provided by the webinos web runtime extension on her smartphone. The runtime extension passes the request to the PZP, which passes the request to the web-based PZH. The hub then forwards this to the PZP on Alice’s PC, which contains the implementation of the File API. The file is then transferred through the hub back to the media player application on the smartphone.
IV. THE WEBINOS POLICY FRAMEWORK

A. Basic architecture

The webinos platform provides privacy protection and access control features to meet the privacy and security requirements of web applications and users. This means protecting against malware and other users who may attempt to access more data than they should or simply avoiding the unnecessary disclosure of personal data. To satisfy these requirements webinos relies on the strong identification of web applications, users and devices, combined with a least-privilege access control based on XACML.

However, while the latest version of XACML introduced a privacy profile specifying two purpose attributes, it is still not well suited for describing data handling policies. For this reason the XACML architecture has been adapted using PrimeLife extensions, allowing webinos to make access control decisions based on both the request context and user preferences.

The object model depicted in Figure 2 shows the main components of the webinos policy framework. Both the PZP and PZH enforce policies using standard XACML components, supplemented by:

- The Decision Wrapper creates the initial policy enforcement query based on incoming requests.
- The Access Manager makes the final decision by combining XACML access control and DHDF data.
- The Data Handling Decision Function (DHDF) engine provides privacy and data handling functionalities.
- The Request Context manages all contextual information; it stores all the data and credentials released by a user in a given session.
- The PDP Cache (PDPC) stores PDP decisions that could be share among personal devices.

![Diagram of webinos policy framework](image)

Fig. 2. Components of the webinos policy framework on a device. Requests come from either local or remote sources, and are then managed by the Decision Wrapper. Policies are held on a PZP and may depend on data fetched from the rest of the personal zone.

B. Adapting the state of the art

Policies are expressed in a similar way to the format defined in BONDI [34]. However, BONDI policies do not support cross-device interaction. The webinos framework therefore modifies the subject of policies to refer to the device and user. Policies are also able to refer to a dynamically changing set of features, as new APIs may be added by new applications. webinos policies are usually composed in the following way, where device T is the target device and device R is the requesting device:

User U can access Feature F of Device T through application A on Device R.

Figures 3 and 4 show an application requesting access to a remote device feature. Every subject (user, application and device) has an id used to determine if a specific policy should be taken in account when enforcing incoming requests. To perform this selection the Policy Manager tries to match the request’s information against policy targets.

![Diagram showing request to access remote device's feature](image)

Fig. 3. Example of a request to access a remote device’s features. Application A launched by user U in set-top box R requires access to geolocation data provided by car T.

Fig. 4. Every application that requires to access a feature sends a request which is filled with information on the subjects and requested feature.

Special URIs are used as ids in policies to match subjects and services. Whenever an entity (user, device, application or service) is registered for the first time, a record with some basic identity information is stored. These records are used to convert a generic ID into a convenient URI.

There are four basic types of information in the policy’s subject. The user, identified by the URI of their PZH. The requesting device, as identified by the TLS certificate issued to each device when it enrols in a personal zone; omitting this in a policy allows it to apply to applications running on any device. The target device, similarly identified; omitting this allows for policies which refer to an API on all devices, e.g. denying any access to location data. Finally, the application ID, author...
A first proof-of-concept of the webinos system has been specified and implemented. This section will describe three conceptual challenges that have been experienced when designing and developing a cross-domain access control system.

A. Integration with existing security frameworks

Our experiences with webinos have added weight to the argument that existing browser access control is inadequate for increasingly sophisticated web applications. Browsers tend to either always prevent access to local resources, prompt the user for permission, or use implicit consent based on user actions. In a multi-device scenario, however, authorisation prompts cannot always be dictated by just the browser. Some applications require remote access to data and APIs – e.g. remote data wiping features for lost or stolen devices, and ‘in case of emergency’ applications. These scenarios require more than just authorisation prompts and stored decisions.

Display capabilities on devices are also different: compare a TV to an in-car system, which may be displaying route information. Browser-style access notifications may be difficult to notice or disrupt the experience of the user. The same is true of how users input their access control decisions. For some devices, such as sensors or embedded systems, it may even make sense to delegate policy creation to a more capable device. The webinos security framework was conceived in order to be flexible enough for all of these settings. Adopting a common policy description language and enforcement framework would allow just interfaces to be adapted on individual devices, rather than the whole authorisation system.

The integration of webinos with a browser security model – a sandbox with time-of-use prompting – is in conflict with the webinos policy-driven approach. This means that existing browser APIs such as geolocation would need to be changed. We believe this is not necessarily a problem for compatibility, as webinos policies can be configured to behave like browsers. For example, access to the geolocation API in the browser

1 http://ice-app.net/whatis.html
results in a user prompt and this decision can be saved per domain. In webinos, a policy can be configured to allow or deny access, or prompt the user based on application credentials, user and device context.

B. Subject and resource definitions

In a standard access control scenario, the resources to be protected are unequivocally defined, as is the access requestor. However, in a multi-device scenario different platforms may have different capabilities and implementations, and the importance of related assets to be protected will vary. For example, on a smart phone, access to telephony capabilities must be protected whereas on an in-car system the travelling data may be more important. It is therefore difficult to come up with a definition of high, medium and low risk permissions in the same way that the Chrome Web Store does.

We assume that each sensitive resource is only exposed by a certain API, reducing the problem to the definition of webinos APIs. These had to be specialized in order to cover all the features of each device domain and, conversely, abstract in order to describe common features. For example, many assets are common to all domains (e.g. File APIs), some are common to a subset of sub-domains (e.g. Telephony for in-car systems and smartphone) and some are exclusive to a domain (e.g. TV APIs). The APIs were designed to support domain-specific applications but also to facilitate portability of policies (e.g. a user would like to give an application access to a temporary directory for file system access whatever the target device is or give access to the Telephony API either from his smartphone or car).

As an added complication, the same API can be implemented with different technologies on each platform. The geolocation API can be provided by GPS, Cell-ID on smartphones, IP on laptop, or fixed ADSL line on a TV set. The implication in terms of privacy may vary as a result. For example, a user might grant access to the geolocation API on their PC, as this could only reveal their current home town through IP-based location services. If this permission also revealed their GPS-derived location while in their car or on their mobile device, this could reveal a history of their movements and interactions. The Telephony API is another example: if the end user is roaming on their mobile, then the potential impact of misuse (due to network costs) is greater compared to a home landline. Users might therefore wish to change the authorisation method from ‘always allow’ to ‘prompt first’. Policies should be capable of reflecting which underlying technology is used and the operating mode of the device. As a result, any default policies will be difficult to define and may quickly become complicated.

C. Policy management with varying ecosystems

Actors, value chains and liability frameworks are different in each device domain. This means that the policy management authority and associated hierarchy can vary from one domain to another as well as the system for provisioning such policies. XACML’s policy combining algorithms make it possible to write policies for all of these domains. The use of XACML makes web applications potentially more acceptable in environments where additional security policies may apply. For instance, when an institution’s employees may be the target of physical violence (e.g. animal testing laboratories), policies could be created limiting access to their location data from untrusted web applications.

The webinos design decision for the first proof-of-concept implementation was to separate policy enforcement from the policy storage and deployment system, leaving each domain to define means and rules for policy deployment and composition of policies from different sources. Again, this implies that each device will need to be shipped with different access control policies and defaults.

D. Shared devices

In this paper we have not discussed how to manage devices with multiple owners and users. There are two distinct scenarios. First, devices which have several owners but are only used by one person at a time. For example, a tablet or laptop. In this case multiple personal zone proxies can be installed on each device, running under different operating system user accounts. This modifies Figure 1 to add a ‘user account’ as a level of indirection between the user and their device.

The second case is more complicated: some devices are used by several people at the same time. For example, a car with several passengers, or a TV in a shared room. At present, webinos requires that these devices still belong to one user and be part of one personal zone. However, the user can limit this device so that it has fewer permissions to access the other devices in his or her personal zone. This prevents a guest from using it to access resources on the owner’s other devices. We are also investigating linking the policy system to authentication, such that a policy enforcement point on a shared device can demand additional authentication from the end user. This would be OS-specific, for example requiring a short PIN entry using a remote control, and would then make the device capable of accessing other resources and editing local policies. This approach is possible (without policy integration) as part of the defined authentication API [35]. However, further features are needed to adapt and control notifications by applications running on shared devices. For example, a shared device might be prevented from displaying notifications about private events, such as receiving a new email.

VI. Conclusion and future work

This paper has argued that existing browser-based authorisation methods for JavaScript APIs are insufficient for multi-device, context-aware scenarios. The policy architecture developed in webinos is proposed as an alternative: it makes a number of significant changes from the current state of the art, showing policies which are both abstract enough to be transferable to different devices, as well as specific to particular scenarios. Our experience in the first implementation of the platform has highlighted several challenges, such as
the different implementation of common APIs and how to manage shared devices.

The main focus of future work will be to continue developing the webinos platform and to further evaluate its effectiveness through several concept applications. Other future work will aim to support the delegation of access control decisions, e.g. to a tech-savvy friend, a user support group, a forum on a social network, or a trusted service provider. In addition, we plan to implement tools to support developers in writing appropriate permissions and designing applications. In particular, allowing developers to trial their applications based on typical user policies (perhaps gained through user groups or anonymous feedback) would help identify where too few or too many permissions were requested, as well as where applications do not fail gracefully.
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