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are added to encode the random delays. For example, in the case of multiplication, with
probability 1

3 the task completes after 2 time units; with probability 2
3 , the PTA moves to a

location where, with probability 1
2 the task completes after 1 additional time unit (i.e., of a

total of 3 time units) or moves to a location where the task completes after 2 more time units
(i.e., 4 time units in total). When the task completes, the PTA moves to a location where no
time can pass (clock x is reset upon entering and the invariant of the location is x≤0) and
immediately notifies the scheduler the task is computed through action p1 done. To prevent
the scheduler from seeing into the future when making decisions, the probabilistic choice
for task completion is made on completion rather than on initialisation.

Analysing this model, we find that the optimal expected time and energy consumption to
complete all tasks equals 12.226 picoseconds and 1.3201 nanojoules, respectively. This im-
proves on the results obtained using the optimal schedulers for the original model, where the
expected time and energy consumption equal 13.1852 picoseconds and 1.3211 nanojoules.
Examining the optimal schedulers, we find that they change their decision based upon the
delays of previously completed tasks. For example, for elapsed time, the optimal scheduler
starts as for the non-probabilistic case, first scheduling task1 followed by task3 on P1 and
task2 on P2. However, it is now possible for task2 to complete before task3 (if the execution
times for task1, task2 and task3 are 3, 6 and 4 respectively), in which case the optimal sched-
uler now makes a different decision from the non-probabilistic case. Under one possible set
of execution times for the remaining tasks, the optimal scheduling is as follows:

time 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

P1 task1 task3 task5 task6

P2 task2 task4

Adding a Faulty Processor. As a second extension of the scheduling problem, we add a
third processor P3 which consumes the same energy as P2 but is faster (addition takes 3
picoseconds and multiplication 5 picoseconds). However, this comes at a cost: there is a
chance (probability p) that the processor fails and the computation must be rescheduled and
performed again.

In Figure 8(b), we show the PTA for the faulty version of processor P1. In this PTA, when
a task completes, there is a probabilistic choice between moving to a location corresponding
to successful completion and one to failure. In both cases, we move to a location where
no time can pass and immediate notify the scheduler of either the success or failure of the
computation. The automaton for the scheduler also changes for this model since it must
react to the failure signals from the processors. In addition, the reward structure energy is
extended to include the energy consumed by the additional processor.

The graphs in Figure 9 plot the optimal expected time and energy consumption for this
extended model as the failure probability p varies. The dashed lines show the optimal re-
sults for the original model, i.e., when not using the processor P3. As can be seen, once the
probability of failure becomes sufficiently large, there is no gain in using the processor P3

but, while when the probability of failure is small, it uses offers considerable gains in per-
formance. To illustrate this fact, below we give a scheduler that optimises (minimises) the
expected energy consumption when p=0.5. Dark boxes for tasks are used to denote proces-
sor P3 failing to complete a task correctly, meaning that the task needs to be rescheduled.

time 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

P1 task3 task6

P2 task2 task5

P3 task1 task4
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(a) Expected time (b) Expected energy consumption

Fig. 9 Optimal expected time and energy consumption as the failure probability of processor P3 varies

time 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

P1 task1 task3 task5 task6

P2 task2 task4

P3 task1

time 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

P1 task3 task4 task6

P2 task2 task5

P3 task1 task4

Notice that the scheduler uses the processor P3 for task1 and, if this task is completed suc-
cessfully, it later uses P3 for task4. However, if task1 fails to complete, P3 is not used again.

7 Conclusions

In this paper, we have presented an introduction to the model of probabilistic timed au-
tomata and summarised the various techniques developed to perform probabilistic model
checking. Verification of probabilistic real-time systems is an active field of research and
further progress is required in several important directions. Examples include the develop-
ment of verification techniques for probabilistic timed games [43,6] and for probabilistic

hybrid automata [64,36,9]. The former have proved, in the non-probabilistic setting, to be-
ing applicable to a variety of useful synthesis problems [12]. The latter provide essential
modelling capabilities for domains such as embedded systems and cyber-physical systems;
they represent a useful, but more tractable, subclass of the model of stochastic hybrid au-
tomata. Other important issues to investigate in the context of PTAs include robustness [7]
and continuously-distributed time delays [53,1,60].
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San Paolo). We thank the anonymous referees for various useful comments.

References

1. Alur, R., Courcoubetis, C., Dill, D.: Model-checking for probabilistic real-time systems. In: Proc. 19th
International Colloquium on Automata, Languages and Programming (ICALP’91), LNCS, vol. 510, pp.
115–136. Springer (1991)

2. Alur, R., Courcoubetis, C., Dill, D.: Model checking in dense real time. Information and Computation
104(1), 2–34 (1993)



PRISM-games 3.0
Stochastic Game Verification

with

Concurrency, Equilibria and Time

Marta Kwiatkowska, Gethin Norman, Dave Parker, Gabriel Santos

University
of

Oxford

University
of

Glasgow

University
of

Birmingham

ERC
Advanced Grant

FUN2MODEL



3

Stochastic Games

• Stochastic games:
− nondeterminism: adversarial, controllers, …
− probability: randomisation, failures, noise, …
− players: competing/collaborating components
− strategies: rational decisions made by players
− costs (resources) & rewards (incentives)

• Applications:
− computer security, network/communication protocols,

algorithms for distributed consensus, energy management, 
autonomous robotics, auctions, …

• Challenge:
− how to design these systems correctly?
− complex interactions between features
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PRISM-games

• PRISM-games
− modelling and analysis of stochastic games
− automated verification or synthesis of

strategies with quantitative guarantees

• Example specification in rPATL
− ⟨⟨robot1⟩⟩ P≥0.95 [ F≤10 goal1 ]
− “robot 1 has a strategy to ensure that,

with probability at least 0.95, it reaches its goal in 10 steps, 
regardless of the strategies of other robots”
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probability 1
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3 , the PTA moves to a

location where, with probability 1
2 the task completes after 1 additional time unit (i.e., of a

total of 3 time units) or moves to a location where the task completes after 2 more time units
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time can pass (clock x is reset upon entering and the invariant of the location is x≤0) and
immediately notifies the scheduler the task is computed through action p1 done. To prevent
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for task completion is made on completion rather than on initialisation.
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third processor P3 which consumes the same energy as P2 but is faster (addition takes 3
picoseconds and multiplication 5 picoseconds). However, this comes at a cost: there is a
chance (probability p) that the processor fails and the computation must be rescheduled and
performed again.

In Figure 8(b), we show the PTA for the faulty version of processor P1. In this PTA, when
a task completes, there is a probabilistic choice between moving to a location corresponding
to successful completion and one to failure. In both cases, we move to a location where
no time can pass and immediate notify the scheduler of either the success or failure of the
computation. The automaton for the scheduler also changes for this model since it must
react to the failure signals from the processors. In addition, the reward structure energy is
extended to include the energy consumed by the additional processor.

The graphs in Figure 9 plot the optimal expected time and energy consumption for this
extended model as the failure probability p varies. The dashed lines show the optimal re-
sults for the original model, i.e., when not using the processor P3. As can be seen, once the
probability of failure becomes sufficiently large, there is no gain in using the processor P3

but, while when the probability of failure is small, it uses offers considerable gains in per-
formance. To illustrate this fact, below we give a scheduler that optimises (minimises) the
expected energy consumption when p=0.5. Dark boxes for tasks are used to denote proces-
sor P3 failing to complete a task correctly, meaning that the task needs to be rescheduled.
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(a) Expected time (b) Expected energy consumption

Fig. 9 Optimal expected time and energy consumption as the failure probability of processor P3 varies
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Notice that the scheduler uses the processor P3 for task1 and, if this task is completed suc-
cessfully, it later uses P3 for task4. However, if task1 fails to complete, P3 is not used again.

7 Conclusions

In this paper, we have presented an introduction to the model of probabilistic timed au-
tomata and summarised the various techniques developed to perform probabilistic model
checking. Verification of probabilistic real-time systems is an active field of research and
further progress is required in several important directions. Examples include the develop-
ment of verification techniques for probabilistic timed games [43,6] and for probabilistic

hybrid automata [64,36,9]. The former have proved, in the non-probabilistic setting, to be-
ing applicable to a variety of useful synthesis problems [12]. The latter provide essential
modelling capabilities for domains such as embedded systems and cyber-physical systems;
they represent a useful, but more tractable, subclass of the model of stochastic hybrid au-
tomata. Other important issues to investigate in the context of PTAs include robustness [7]
and continuously-distributed time delays [53,1,60].
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San Paolo). We thank the anonymous referees for various useful comments.

References

1. Alur, R., Courcoubetis, C., Dill, D.: Model-checking for probabilistic real-time systems. In: Proc. 19th
International Colloquium on Automata, Languages and Programming (ICALP’91), LNCS, vol. 510, pp.
115–136. Springer (1991)

2. Alur, R., Courcoubetis, C., Dill, D.: Model checking in dense real time. Information and Computation
104(1), 2–34 (1993)



5

Concurrent stochastic games
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t1
w2

t2

w2

t2

s3

s4

s5

s0

t1,t2

w1,t2w1,w2

s1

s2
t1,w2

Turn-based
stochastic games

(TSGs)

Concurrent
stochastic games

(CSGs)

• Players make concurrent, independent decisions 
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Concurrent stochastic games
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Too pessimistic:
unrealistic strategy

for adversary

Example: Maximising expected investor profit in a futures market



7

CSGs in PRISM-games 3.0

csg

player p1 user1 endplayer

player p2 user2 endplayer

// Users (senders)
module user1

s1 : [0..1] init 0; // has player 1 sent?
e1 : [0..emax] init emax; // energy level of player 1
[w1] true -> (s1'=0); // wait
[t1]  e1>0 -> (s1'=c’ ? 0 : 1) & (e1'=e1-1); // transmit

endmodule

module user2 = user1 [ s1=s2, e1=e2, w1=w2, t1=t2 ] endmodule

// Channel: used to compute joint probability distribution for transmission failure
module channel

c : bool init false; // is there a collision?
[t1,w2] true -> q1 : (c'=false) + (1-q1) : (c'=true); // only user 1 transmits
[w1,t2] true -> q1 : (c'=false) + (1-q1) : (c'=true); // only user 2 transmits
[t1,t2]  true -> q2 : (c'=false) + (1-q2) : (c'=true); // both users transmit

endmodule
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CSGs in PRISM-games 3.0

Variable updates
can refer to other
variables updated

simultaneously

Action lists
used to specify
synchronisation

Player = one or more modulescsg

player p1 user1 endplayer

player p2 user2 endplayer

// Users (senders)
module user1

s1 : [0..1] init 0; // has player 1 sent?
e1 : [0..emax] init emax; // energy level of player 1
[w1] true -> (s1'=0); // wait
[t1]  e1>0 -> (s1'=c’ ? 0 : 1) & (e1'=e1-1); // transmit

endmodule

module user2 = user1 [ s1=s2, e1=e2, w1=w2, t1=t2 ] endmodule

// Channel: used to compute joint probability distribution for transmission failure
module channel

c : bool init false; // is there a collision?
[t1,w2] true -> q1 : (c'=false) + (1-q1) : (c'=true); // only user 1 transmits
[w1,t2] true -> q1 : (c'=false) + (1-q1) : (c'=true); // only user 2 transmits
[t1,t2]  true -> q2 : (c'=false) + (1-q2) : (c'=true); // both users transmit

endmodule
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Equilibria-based properties

• Example: multi-robot coordination

− ⟨⟨robot1⟩⟩max=? P [ F≤k goal1 ]
− maximise probability of robot 1

reaching its goal, regardless of robot 2

− ⟨⟨robot1:robot2⟩⟩max=?
(P [ F≤k goal1 ]+P [F ≤k goal2])

− find strategies where robots 1 & 2
have no incentive to change actions
and maximise joint goal probability

Zero-sum
properties

Equilibria-based
properties

Social-welfare optimal 
Nash equilibrium
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PRISM-games 3.0

• Probabilistic timed games (turn-based)

• 10 new/expanded case studies
− multi-robot coordination, network trust models, 

Aloha, intrusion detection, public good games, ...

• More information at:
− prismmodelchecker.org/games/
− documentation, examples, case studies, papers

− downloads:                   +  CAV’20 artefact VM

• Open source (GPLv2)
− github.com/prismmodelchecker/prism-games

http://www.prismmodelchecker.org/games/
https://github.com/prismmodelchecker/prism-games

